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Abstract:
Today, XML is primarily regarded as a syntax for exchanging structured data, and
therefore the question of how to develop well-designed XML models has not been
studied extensively. As applications are increasingly penetrated by XML technologies,
and because query and programming languages provide native XML support, it would
be beneficial to use these features to work with well-designed XML models. In order to
better focus on XML-oriented technologies in systems engineering and programming
languages, an XML modeling language should be used, which is more focused on
modeling and structure than typical XML schema languages. In this paper, we examine
the current state of the art in XML schema languages and XML modeling, and present
a list of requirements for a XML conceptual modeling language.

1 Introduction
Due to its universal acceptance as a way to exchange structured data, XML is used

in many different application domains. In many scenarios, XML is used mainly as an
exchange format (basically, a way to serialize data that has a model defined in some non-
XML way), but an increasing number of applications is using XML as their native data
model. Developments like theXML Query Language (XQuery)[BCF+05] are a proof of
the fact that XML becomes increasingly visible on higher layers of the software architec-
ture, and in this paper we argue that current XML modeling approaches are not sufficient
to support XML in this new context. Rather than treating XML as a syntax for some
non-XML data model, it would make more sense to embrace XML’s structural richness by
using a modeling language with built-in XML support.

By “XML conceptual modeling language” or “conceptual modeling language with
built-in XML support”, we do not mean a language supporting XML’s syntactic idiosyn-
crasies, such as the choice of delimiters for attribute values, or maybe even attributes at all.
What we mean is support for the fundamental structural richness of XML, which could be
described as a mixture of hierarchical (through containment) and relational (through refer-
ences) structuring capabilities. As an additional property of XML, the document-oriented
features such as mixed content should be considered part of the fundamental structures of
XML.

According to the classification of WAND and WEBER [WW02], the issue discussed in
this paper is aconceptual modeling grammarused for constructingconceptual modeling
scripts, which only is a part of the larger field of a complete conceptual modeling language
(the other parts are amethodfor applying the grammar, and the overallcontext). An
XML conceptual modeling grammar should have the formal foundations to be able to
check conceptual models for certain properties, and to perform automatic or assisted semi-
automatic mappings to XML schema languages (orlogical modelinglanguages, to keep
in line with the taxonomy from the database world).



XML has its origins in a very syntax-centered view of the world, and even though
XML increasingly outgrows these origins, they still influence the way people think about
XML. A still often-heard claim is that “XML has no data model”, meaning that XML is
just a syntax for exchanging trees. Technically as well as historically, this is a correct
statement, but when looking at how XML and associated technologies develop, it can be
seen that a constantly growing stack of technologies is layered on top of XML, one of
these being theXML Infoset[CT04]. For all practical purposes, the Infoset is “the data
model” of XML today, and it is interesting to see that technologies such as XML Schema1

and XQuery technically are not really XML technologies, but Infoset technologies. The
SOAP[Mit03] Web Service data exchange format in its latest version 1.2 has also made
the switch from being a technology for transmitting XML from one point to the other, to
moving Infosets around.

One of the goals of this paper is to point out that XML is growing to be a real challenge
to the world of data modeling dominated by the relational model, and that so far there is no
established conceptual modeling language for XML. Database-oriented people often point
out that models defined with the established ER, ORM, or UML methods can be simply
mapped to XML structures (maybe with some small extensions to the underlying model).
Technically, this is correct, but for practical purposes, the mismatch between the relational
model and XML structures can be considerable, resulting in awkward XML structures.2

Only as long as XML is regarded as exchange format only, this mismatch may be accepted
and can be alleviated by coming up with powerful and efficient mapping methods.

However, XML is penetrating the applications at an amazing pace. For many pro-
gramming languages, native support for XML has been implemented at least in research
projects (e.g., E4X [Eur04] for ECMAScript and XJ [HRS+05] for Java), database ven-
dors are rapidly moving to support XQuery (which has been integrated into SQL with
SQL/XML[Int05a]), and standard XQuery APIs (such asXQJ proposed by JSR 225) are
being developed due to popular demand. An increasing number of databases is supporting
native XML storage (which, in most cases, in reality is Infoset storage rather than XML
storage). Consequently, viewing the world through relational glasses and simply seeing
XML as a possible way to serialize relational data will become less appropriate in the fu-
ture, and defining an abstraction layer for XML that eventually will be the equivalent of
the ubiquitous ER model [Che76] is one of the main challenges for the XML community
for the next years. Section4 gives a short overview over the current state of the art, and it
can be seen that there is an urgent need for research in this area.

The likely cause for this absence of a conceptual modeling language is the fact that
the two main XML users, database-oriented users and document-oriented users, come
from very different backgrounds. While database-oriented users are still using their ER

1In the context of this paper, an XML schema with a lowercase ‘s’ refers to the abstract concept of an XML
schema language, i.e. a way of defining document classes or types of XML documents.XML Schemawith an
uppercase ‘S’ refers to the W3C schema language [TBMM04, BM04], which from now on we refer to by using
the nameXSD. The overall amount of confusion that has been caused by this poorly chosen name probably is
substantial, but until now none of the proposed more specific acronyms such as XSD or WXS has been generally
accepted.

2Accordingly, the generic mapping of native XML structures to the relational model, as suggested by FLO-
RESCUand KOSMANN [FK99], is technically working, but results is data models which are virtually impractical
to work with.



models (often extending them a little) and then map them to XML (treating XML as a
logical model only), document-oriented users traditionally are not accustomed to “con-
ceptual modeling” at all, they simply use whatever schema language is available to them,
and then define their document model using this schema language, basically directly im-
plementing a logical model. With the emergence of XSD, however, this changed, because
in XSD, there are many ways to do the same thing, which compromises the resulting
schema’s clearness and this makes it rather cumbersome to start with the logical model di-
rectly. One of the most important movements in the world of technologies is the question
whether XSD is a good way to define XML models, and the most important outcome of
a W3C “XML Schema User Experience Workshop” held in the Summer of 2005 was that
many participants considered XSD too complex to be used by non-experts directly.

As described by MOHAN and SENGUPTA [MS05], even though there is no real con-
ceptual modeling language today, with the combination of tools and schema languages
users are trying to compensate for this by using graphical interfaces and schema genera-
tion tools. We argue, however, that the schema language level is the wrong level for XML
modeling, because it is carrying a lot of implementation issues with it and often has been
developed more with validation in mind than with data modeling. The list of requirements
presented in this paper thus is a step towards a conceptual modeling language, and should
not be regarded as a plea for a new schema language. Instead, schemas in different schema
languages (which we consider to be on the logical modeling layer) could be derived auto-
matically or semi-automatically from an XML conceptual model, if required.

2 XML Schema Languages
Historically, schema languages have been developed for validating documents, with

theStandard Generalized Markup Language (SGML)[Int86] being the first markup lan-
guage to invent the DTD schema language. SGML had the requirement for a DTD hard-
wired into the language, there was no concept ofwell-formed(i.e., schema-less) SGML.
XML introduced the concept of well-formedness, and thus allowed schema-less docu-
ments to exist, but it still hard-wired the DTD schema language and some special hooks
associated with it (such as the document type declaration) into the specification.

However, the apparent weaknesses of DTDs led to a phase where many improvements
to DTDs were proposed, ranging from simply adding namespace and datatype support
(DT4DTD[BGP00]), to complex object-oriented models (SOX[DFH+99]). After a period
of consolidation, the W3C’s XSD language was proposed, and because of the many other
standards that the W3C has since then layered on top of it, this language will remain an
important part of the XML landscape for some time to come. XSD is a rather complex
schema language, hard to implement and to understand, and only few experts know and
use it well. In a study by BEX et al. [BMNS05], it has been show that the majority of
XSDs found on the Web are in fact invalid, and that the majority of the remaining valid
XSDs are structurally equivalent to DTDs, which means that they do not use any of XSDs
new features (most of them are probably generated from DTDs using schema conversion
tools).

In an effort to develop smaller and cleaner languages, theRELAX NG[Cla01] language
is one of the few schema languages which are being used in real-world projects. RELAX
NG is similar to DTD and XSD in that it also is grammar-based, specifying a schema as



SGML DTD XML DTD XSD RELAX NG

attribute order
simple datatypes (✓) (✓) ✓ (✓)

all/interleave ✓ (✓) ✓

exceptions (inclusions/exclusions) ✓

non-deterministic content models ✓

local element declarations ✓ ✓

element/attribute choices ✓

generalized mixed content ✓ ✓

ANY/wildcards (✓) (✓) ✓ ✓

Table 1: Features of XML Schema Languages and SGML DTDs

a set of rules for constructing valid instances. As an alternative approach, theSchema-
tron [Int05b] language is a rule-based language, which often is used in conjunction with
grammar-based languages to test for additional constraints.

There are a number of schema languages to choose from (even though most of them
are rather exotic), and it can be difficult to decide which schema language to choose for a
given project. Simplicity and expressiveness of the language are often contradictory goals,
with DTDs being simple to understand but relatively poor in terms of expressiveness, and
XSD being hard to master but rich in its functionality. RELAX NG has achieved a balance
between these goals that is appreciated by a small user community, but still is only used
by a tiny fraction of XML users.

The ultimate goal of a schema language as it is discussed here is to define a document
class, which means a way to differentiate valid and invalid documents. Table1 summa-
rizes the most important grammar-based schema languages so far and lists their support
of features which might be considered useful for document class modeling. Even though
SGML DTDs are not an XML schema language, it is interesting to include this schema
language in this comparison for reference.

So far, no schema language has defined mechanisms for constraining attribute order,
and therefore it seems to be universally accepted that attribute order in XML documents
is insignificant. Changing this would probably introduce far more problems with existing
software than the gain in expressiveness could justify.

Simple datatypes like “date” or “time” are required in many scenarios, because they
allow to specify the required content in a very specific way. SGML and XML DTDs only
support datatypes for attributes, and only a very small set of different types. XSD intro-
duces a large and application-oriented datatype library, which by many users is considered
to be one of the most useful features of XSD. RELAX NG does not have a datatype library
of its own, but provides a mechanism for reusing existing datatype library, and very often
RELAX NG schemas use XSD’s simple datatypes.

The SGML all content model had been removed from XML DTDs for reasons of
implementation complexity. It has been re-introduced by XSD with severe limitations (it
may not be combined with any other model group). RELAX NG also has re-introduced
it as interleavewith slightly altered semantics (and without the restrictions of XSD’s all
model group).



SGML and XML DTDs disallowed non-deterministic content models, and XSD did
the same, because of backwards compatibility reasons with DTDs, and because of the
language’s design goal to not only validate documents, but to also be usable for type an-
notations (which should be done unambiguously). RELAX NG allows non-deterministic
content models, which can be very useful for some modeling tasks, but also can be unde-
sirable for type annotations or other unambiguous interpretations of a document.

SGML and XML DTDs only have global element type declarations, so there is no
possibility for different definitions of the same element type to exist. In XSD, however,
element declarations can be local, so it is possible for the same element name to be used
differently in different contexts. However, XSD defines a constraint which requires that
occurrences of the same element name in the same context must use the same type. RE-
LAX NG has no such restriction, and therefore it is possible for two elements in the same
context to have the same name, but a different definition.

SGML and XML DTDs and XSD treat elements and attributes as something totally
different, which means that the attributes of an element and its content cannot have any
interdependencies. In practice, however, it is often required for attributes and element
content to be interdependent, and RELAX NG allows this kind of generalization, allowing
users to specify choices between elements and attributes.

SGML had a rich way of defining mixed content, but due to the “pernicious mixed
content” problem, this has been reduced to the much simpler way of simply flagging an
element as being mixed or not in XML DTDs and XSD. RELAX NG re-introduces the
rich mixed content model of SGML DTDs, and thus allows content models to contain
character data only in certain places within an element’s content model.

SGML introduced the ANY content model to allow any content within an element, and
this feature is available in XML as well. However, this kind of wildcard for an element’s
content may often be too uncontrolled, because there is no way to limit the wildcard to
certain vocabularies. With the introduction of XML Namespaces [BHL99], however, it
has become much easier to identify vocabularies, and both XSD and RELAX NG thus
allow wildcards to be restricted to content from a certain namespace.

This comparison of the most popular grammar-based schema languages shows that the
established languages (DTD and XSD) lack many features which are considered useful
in a number of XML scenarios. RELAX NG is a more powerful language and provides
almost all features lacking in the other languages.

3 Requirements
Starting from the list of features described in the previous section and from the list of

general XML schema language goals defined by the W3C working group [MM99], a list of
requirements for an XML conceptual modeling language can be defined. The list presented
here shows only the features which can be considered specific for an XML conceptual
modeling language, while the basic features required from conceptual modeling languages,
described for example by BORGIDA [Bor85], apply as well.

In the following list, we have listed all features that we consider to be essential for an
conceptual modeling language which would map well to XML-oriented technologies, but
the features are defined in a way which leaves a lot of freedom for the actual design of
such a language.



(1) Formal Foundation — The language must have a solid formal foundation, which
makes it possible to reason about the conceptual models. Reasoning about con-
ceptual models may include comparing models (is one model a proper subset of
the other), testing models for certain properties (e.g., non-deterministic content),
and operations such as removing redundancies or detecting possible candidates for
reusing parts of the model.

(2) Graphical Notation — One of the main purposes of a conceptual modeling language
is to define a model which is easy to understand, not cluttered with implementation
details from underlying technologies, and which can be used by various parties in
a project to communicate about the conceptual model. Thus, a graphical notation
is of utmost importance, and even though the underlying model must be based on a
solid formal foundation, the graphical notation must be intuitive and simple enough
to be understandable by people who are not experts in XML technologies. The
graphical notation must provide means to collapse or expand parts of the model,
and to visualize only parts of the model.

(3) Hierarchical and Referential Structures — XML basically has two different kinds
of relations between containers, the hierarchy of the XML tree, and the references
most often implemented by attributes. Both kinds of relationships have different
constraints and consequences, and while for some modeling purposes it may be only
a question of the logical model of how a relationship is being mapped to an XML
schema, in other cases users may wish to explicitly specify the type of relationship
they would like to use.

(4) Schema Language Mappings— The conceptual model is meant for data modeling
and communications within a project. For concrete implementations working with
the data, very often it may be necessary to derive a schema from the conceptual
model. Mappings should be provided for the most popular schema languages (DTD,
XSD, RELAX NG), and while it might not be reasonable to automatically generate
schemas from the model, this should be a guided process, ensuring that the schema
implements as many constraints from the model as possible. After generating a
schema, it should be possible to find out which parts of the model were not mapped
to the schema. Notice, however, that it may very well be the case the there never is
a schema for a data model, because applications are directly working with the data,
based on their understanding from the data model.

With the requirement (3) taken into consideration, it may even be possible to provide
mappings to relational structures, if the conceptual model does not explicitly specify
features which cannot be easily or reasonably mapped to relational structures. In this
case, it would be possible to implement an XML conceptual model using a relational
logical model.

(5) Exceptions (Inclusions and Exclusions)— Exceptions are a powerful modeling tool
and should be included in the modeling language. As a generalization of SGML’s
concept of inclusions, it should be considered to add a new type of inclusion which
only applies to mixed content, so that included content of this type is only allowed to
appear in locations where character data is allowed. As a generalization of SGML’s



concept of exclusions, there could be two types of exclusions, one only applying
to previously included content, and the other to all allowed content (the latter is
SGML’s definition of exclusions).

(6) Non-deterministic Content — Non-deterministic content can be a very expressive
and powerful way of defining content models, but it may also lead to problems
of ambiguity. The modeling language should allow non-deterministic content, but
should also provide mechanisms to locate potential problem areas, so that users can
find possibly problematic content models, and may decide whether to keep them for
their simplicity, or replace them with less elegant solutions for the sake of simpler
processing.

(7) Treating XML Nodes Consistently — Rather than treating elements and attributes
differently, they should be treated consistently, using the same language constructs
for both types of nodes. Attribute usage has some additional constraints which do
not apply to elements (no order, no repetition, and no complex content), but apart
from that, there should be no fundamental difference (RELAX NG sets a good ex-
ample with treating elements and attributes consistently). Ideally, comments and
processing instructions are also included in this generalization, and using the inclu-
sion mechanism from (5), it would be trivial to specify the default XML behavior
which allows comments and processing instructions anywhere in the document con-
tent.

(8) Model Groups — For combining different XML nodes, model groups must be pro-
vided which allow users to freely combine the nodes in any way they like (pro-
vided the restrictions on attributes described above). XSD’s model groupssequence,
choice, andall (without the limitations imposed by XSD) are a well-known founda-
tion and could be used as the available model groups of the language.

(9) Reuse of Content— Reuse of content on all levels must be supported, which means
that content may be reused (mainly elements and attributes), and that model groups
also may be reused. As an additional way to support reuse, it would be possible to
support “inheritance”, where a node may inherit the properties (i.e., allowed content)
from another node, and add additional content. This would implement a mechanism
similar to XSD’s derivation by extension (but it should not have the implementation-
inspired limitations of XSD’s derivation by extension).

(10) Generalized Mixed Content — Continuing the argument from (7), text nodes also
should be treated consistently with other nodes, allowing them to appear anywhere
in content models. This departure from the simple mixed content approach of XML
DTDs and XSD allows greater expressiveness, and is available in SGML DTDs and
RELAX NG.

(11) Open Content — While a data model should be as precise as possible, it should also
be as flexible possible, and open content (allowing content to appear which is not
specified in the data model) is an important requirement in some applications. It
should be possible to limit the open content with regard to the namespace name, so
that only content from specified namespaces is allowed.



(12) Intra- and Inter-Document Relationships — While reference relationships within
documents (such as DTD’s ID/IDREF or XSD’s identity constraints) are essential
for capturing data model constraints, their limitation to intra-document relationships
is very restrictive. Instead, more general approaches are required, such as the pro-
posal published by FAN et al. [FKS02]. Ideally, reference relationships as described
by requirement (3) should not only be support for inter-document scenarios, but on
a generalized foundation, even working across different document classes.

This list of requirements specifies the desirable traits of a conceptual modeling lan-
guage for XML. Depending on the roots and the focus of a language designer, some of the
requirements may be viewed as being more important than others, but regardless of this
question of priorities, all these issues must be addressed by a language that may claim to
serve as a generic and universally applicable way to express models for XML documents.

Naturally, this could also serve as an conceptual modeling language for SGML, be-
cause of the similarities of both languages. However, some of the conceptual language
features would probably be XML-specific, such as the support for XML Namespaces, and
it would be desirable to not sacrifice any of these features.

4 Related Work
In a survey conducted by SENGUPTA and MOHAN [SM03], a number of conceptual

and formal models for XML have been described. Generally, it can be said that many
works are heavily influenced by either trying to only model the expressiveness of XSD, or
by catering only to the needs of the data-oriented view of XML (for example, not modeling
mixed content at all or leaving out the concept of open content).

In Section4.1, we briefly cover the approaches which could be classified as being
mainly from the world of database-driven conceptual modeling. Section4.2 contains the
more formal approaches to modeling XML, which do not concentrate on creating an easy-
to-use conceptual model, but formal models which can be used for reasoning about XML
models and documents.

4.1 Conceptual Models

Most models of XML which could be called “conceptual models” have been created
in an attempt to extend or adapt the relational model to XML’s properties. This approach
of creating a modeling language has the problem that some of the main properties of
XML, such as its hierarchic structure, the ability to specify alternatives, mixed content,
and schema-less content, do not fit very well into the traditional database modeling world.

One recently published approach isConceptual XML (C-XML)[ELAK04]. However,
from the publication it remains unclear whether it can capture the full complexity of con-
tent models, and the support of mixed content is not described. Furthermore, the authors
of C-XML claim that it is model-equivalent with XSD, which means that rather than be-
ing a conceptual model (i.e., abstraction and/or generalization) for XML or XSD, it is a
visual language for XSD. C-XML is still under development and further publications may
explain more of the language’s design.

FENG et al. [FCD02] describe an attempt to derive XSD schemas from semantic net-
works. The approach is to view the semantic network as the abstract model, and then
to map this model to an XSD schema. Starting from the semantic network approach,



however, results in severe limitations of the model. For example, mixed content is not
supported at all, and it is impossible to create complex content models which combine
different model groups.

ER extended for XML (EReX)[Man04] extends the classical ER model withcate-
gories, coverage constraints, andorder constraints. Categories allow derivation-like spec-
ifications, making it possible to reuse entities and extend their definitions. The additional
constraints allow to cater for the more XML-specific concepts, in particular hierarchy and
order. An actual schema is written in a language calledXGrammar, which is a grammar-
based language similar to the well-known schema languages. An algorithm is presented
how an XGrammar can be derived from an EReX schema. EReX and XGrammar do not
support mixed content, so the language is useful for deriving XML grammars from ER-like
schemas, but fails to support some XML-specific features.

ER for XML (ERX)[Psa03] is an approach how ER schemas can be derived from
XML DTDs. It presents interesting approaches for mapping XML document structures to
relational structures, but also views XML as a logical model and solves the problem how
to map this onto a conceptual model which is relational in nature.

TheX-Entity[LSdR03] approach is based on XSD (leaving out any features which are
not explicitly part of XSD) and does not address mixed content, the hierarchical structure
of the resulting XML structures, or the sequence of elements. It thus supports only a rather
limited subset of XML’s features.

Extensible Entity Relationship Modeling (XER)[Sen03] is closely aligned with DTDs
and XSD (up- and down-translations are described in the paper) and as such can be re-
garded as a close match to the requirements listed in Section3. Some aspects, however,
are still unsolved, such as the question of wildcards, missing support for exceptions, and
the question whether non-deterministic content models are allowed. It is unclear whether
there is a formal foundation to the XER model, but the modeling features are a useful
contribution to the question of how to visualize an XML model.

While it is quite natural to compare ER models with modeling approaches for XML,
because in both cases the focus is on data modeling, this is less obvious for other ap-
proaches, which may include data modeling, but also focus on other issues. A well-known
example for this is theUnified Modeling Language (UML)[Obj04], a highly complex mod-
eling language with thirteen different diagram types (up from nine in UML 1.x). UML’s
class diagramis the diagram type which most closely resembles data modeling (e.g., it has
classes with attributes which are connected using relationships). Apart from the general is-
sues concerning the soundness of the underlying formal model raised by SCHEWE [Sch01]
and others, it is also observable that the hierarchical nature of XML is not directly sup-
ported in UML’s basic data model.

However, through more complex features of UML, in particularstereotypes, it is pos-
sible to extend the basic modeling language with additional features, making it possible
to extend UML with arbitrary features. CONRAD et al. [CSF00] have added features to
create a mapping between UML class diagrams and XML DTDs, and CARLSON [Car01]
has described a similar technique for mapping UML class diagrams to XSDs. However,
in both cases, the modeling features in UML have been used to match a specific XML
schema language, rather than creating an XML conceptual modeling language.

While it certainly would be possible to find a UML class diagram representation for



a given XML conceptual modeling language, it seems that UML per se does not provide
the necessary features to be considered an XML conceptual modeling language. On the
contrary, since UML’s formal foundations are somewhat shaky, it would probably make
more sense to design a self-contained XML modeling language with its own well-defined
and solid formal foundations, and then create an UML class diagram representation for it
as a way to represent and transfer XML conceptual models into the world of UML.

4.2 Formal Models

With other goals in mind, formal models for XML and XML schema languages have
been developed as well. The foundations have been laid with the work on tree and hedge
grammars by MURATA et al. [MLM01], and this work on grammars as well as newer
approaches such asHeterogeneous Nested Relations (HRN)[SM03] still is underway, de-
scribing XML formally. This formal work is essential for the solid foundation of a concep-
tual modeling language, and better cooperation between the formal language community
and the data modeling community could help to bridge the gap between these two fields.

5 Future Work
The survey and requirements presented in this paper are a first step towards a con-

ceptual modeling language for XML. We believe that the future of XML will inevitably
lead to some conceptual model of XML, and a coordinated effort of data modeling experts
and formal language specialists would probably lead to a more promising result than the
current efforts, which so far have not gained enough traction to produce a promising can-
didate. With the foreseeable success of XQuery, it will become increasingly important to
be able to visualize XML models and to talk about XML models.

6 Conclusions
While XML technologies have been developing rapidly in the last years, there has

been different progress in different areas. XML technologies which make it easier for
software developers to work with existing XML structures have made a lot of progress,
demonstrated by the availability of new APIs or even better integration into the language.

Other areas of XML-related technologies receive less attention, and the area of XML-
based data models is one such area. XML’s origin as a syntax for structured data is a
reasonable explanation for this. With more XML technologies being available for devel-
opers, XML becomes increasingly visible within applications, and it is this transformation
from a pure exchange syntax to the data model of databases and even applications, which
makes it desirable to work with XML-aware tools during the modeling phase of software
development.

This paper presents a motivation of why XML should be taken seriously on the con-
ceptual modeling layer, how this compares to the present domination of XML schema
languages, and which properties an XML conceptual modeling language should have. By
listing a set of requirements for an XML conceptual modeling language, the most impor-
tant features of such a language are described from the requirements point of view.

There has been some previous work in the area of XML modeling, but most of it lacks
support for some essential feature of XML, concentrates on modeling a certain schema lan-
guage, or lacks the user-friendliness that a conceptual modeling language must provide.



We thus think that there is an open research agenda in the area of XML conceptual mod-
eling, and that a solution for this open problem would be beneficial to XML developers in
general, and in particular to software designers working on XML-centric software.
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